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Abstract

This paper describes a practical algorithm for the con-
struction of the Voronoi diagram of a three dimensional
polyhedron using approximate arithmetic. This algo-
rithm is intended to be implemented in floating point
arithmetic. The full two-dimensional version and sig-
nificant portions of the three-dimensional version have
been implemented and tested.

The running time' of this algorithm is O(n,n, log? b),
where n, is the size of the input polyhedron, n, is the
size of the output Voronoi diagram, and b is the num-
ber of desired bits of precision. This algorithm can be
made more practical with the use of a binary partition
of space. In the worst case, binary partition does not
improve the running time, but it should reduce the run-
ning time to O(n,b) on well-behaved inputs. Since b is
constant, this eliminates a factor of n,. The algorithm
can be generalized to higher dimensions and the order
k Voronoi diagram.

1 Introduction

This author has been approached by researchers from
companies who have a great need for a practical pro-
gram that can construct the Voronoi diagram of a poly-
hedron. They require the Voronoi diagram for purposes
of computing good decompositions of polyhedra for fi-
nite element analysis. The Voronoi diagram is also use-
ful for e-fattening the surface of a polyhedron which in
turn might be useful for comstructing approximations
to polyhedra with the smallest number of triangles (see
[20] and [8]). Another application is robotic path plan-
ning [13] [14]. The order k Voronoi diagram [11] [21]
can be used to rapidly determine the k nearest sites
(vertices, faces, or edges) to a point inside a polyhe-
dron. This can be useful to a physical simulation of the
properties of a potential function based on the bound-
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1This is expected time since a hash table is used to store
the Voronoi vertices and to enable the algorithm to avoid
duplication.

ary of the polyhedron. At present, there is no efficient?
exact algorithm for constructing the Voronoi diagram,
and no one has a good working implementation. Cur-
rently, only the Voronoi construction for point sites in
the plane [22] and in space [10] have been treated ro-
bustly, and the only other robust algorithms are for pla-
nar arrangements of lines [7], line segments [18], alge-
braic curves [19], for the maintenance of planar triangu-
lations [5], for the construction of convex hulls of points
in the plane [5, 15], and for performing set operations on
polygonal regions in the plane [9, 16]. There has been
no robust treatment of the numerical issues inherent
in any geometric construction in more than two dimen-
sions involving quantities of higher than linear algebraic
degree-such as the Voronoi diagram of a polyhedron.

The ordinary Voronoi diagram [4] of a set of point sites
is a subdivision of space into convex cells, each cell rep-
resenting the set of points closer to a particular site
than any other. The faces, edges, and vertices of the
diagram are the faces, edges, and vertices of the con-
vex cells. Each face is shared by two cells; each edge
is shared by three cells (in general position); and each
vertex is shared by four cells (in general position). The
Voronoi diagram of the interior of a polyhedron gener-
alizes the notion of site to mean a vertex, edge, or face
of the polyhedron. The cell is the set of points in the
interior which are closer to one site (vertex, edge, or
face) than any other. The cells of a Voronoi diagram
are not necessarily convex; the faces can be quadratic
surfaces; the edges can be fourth degree curves; and the
vertices can be eighth degree algebraic points. These
facts, unfortunate from the point of view of computa-
tional complexity, follow from the observation that the
locus of points equidistant from a point and a plane is
a paraboloid and the locus of points equidistant from
two lines is a hyperbolic sheet. Any exact algorithm for
constructing the Voronoi diagram of a polyhedron would
have to perform computations on quantities of high al-
gebraic degree. It would be very difficult to make such
an algorithm practically efficient.

This paper describes a simple, -easy to implement, nu-
merically stable algorithm for computing the Voronoi

20(nv log™ nv) where nv is the size of the Voronoi diagram.
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diagram of a polyhedron using approximate arithmetic.
The robust Voronoi diagram algorithm visits the graph
of Voronoi vertices and edges (the medial azis [1]) in a
breadth-first fashion. Just as gift wrapping requires lin-
ear time (in the size of the input) to step from one face
of a convex hull to another, the robust Voronoi diagram
algorithm requires linear time (in the size of the poly-
hedron) to follow a Voronoi edge to a Voronoi vertex.
Hence the running time is proportional to npny where
np is the size of the input and nv is the size of the
output. We give a few details on how to use the output
of this algorithm to support numerical primitive for fast
point location and other applications (Section 3.3).

Section 2 describes an efficient and numerically stable
algorithm for reliably calculating all points (the incen-
ters) inside a given tetrahedron and equidistant from
four sites, each of arbitrary variety: vertex, edge, or
face (triangle). This low level algorithm is the engine
which drives the construction of the Voronoi diagram,
a.nd the total time to find an incenter is proportlona.l to
log? b, where b is the number of bits of accuracy in the
output. Section 3 describes how to follow an edge out
of a Voronoi vertex to another Voronoi vertex without
accidentally hopping to another branch of the incenter

curve. Finding the next vertex requires time linear in-

the number of sites. Section 4 describes a subdivision
technique for speeding up the Voronoi diagram algo-
rithm and the numerical computation. This technique
has running time in O(nvbd). In the worst case, it might
not speed up the a.lgonthm at all, but in practical cases
it reduces the overall running time from npnv log? b to
O(nvb), which is nearly the optimal running time of
nv log b.

For the generalization to d dJmenswns, the cost of the
algotithm grows proportionally to d>npnyv log? b. In the
order k Voronoi diagram, each cell is labeled by a set
of k sites {s:,, Sy, Sis;s-- ., 8i }, which are the k closest
sites to each point in the cell. The cost of comput-
ing the order k Voronoi diagram is also proportional to
npnv log? b where ny is now the complexity of the or-
der k Voronoi diagram. This abstract discusses only the
order 1 version in three dimensions.

The graph-traversal approach to generating the Voronoi
diagram necessarily has a running time a factor of n
(size of the input) away from optimal in the worst case.
Subdivision techniques can reduce this factor to a con-
stant in practice. Fortune [6] gives a sweepline algo-
rithm for the two-dimensional version of the problem,
but it would be very difficult to efficiently maintain the
planar structure for a three-dimensional sweep. An in-
cremental approach generalizing the Clarkson-Shor al-
gorithm [3] for point-sites is a better candidate for near-
optimal worst-case running time. However, there are
two obstacles. First, as one randomly inserts trian-
gles (the faces of the polyhedron), parts of the Voronoi
vertex-edge graph may be disconnected and therefore
hard to locate. It is simple to prove that the Voronoi
diagram of the interior of a closed polyhedron is con-
nected, but because of the non-linearity, the Voronoi
diagram of an arbitrary set of points, line segments, and

triangles might contain “loops,” Voronoi edges without
any vertices. The second difficulty is that little is known
about the complexity of the Voronoi diagram of a poly-
hedron. It is possible that the complexity of a partially
constructed Voronoi diagram could be n or n* times the
complexity of the final result. In any case, the numer-
ical primitives developed here for the graph-traversal
algorithm will be necessary for more sophisticated algo-
rithms.

2 The Incenter Function

The most essential primitive in the calculation of the
Voronoi diagram of a polyhedron is the incenter func-
tion. An incenter of a set of sites S is defined to be a
point p equidistant from all sites in S. Given a set of
sites S and a tetrahedron T, Incenter(S, T) returns one
of the following:

I. a proof that there are no incenters of S in T}
IL. all k distinct incenters {c1,¢2...,ck} of Sin T;

III. an incenter p and k vectors {v1,v2,...,vx} (k < d,
the number of dimensions) such that the set

k
{P+Ztivi | t1,t2,...,tx € R}

=1

is the maximum dimension k—ﬂat in T tangent to
the set of incenters.of S in 7.2

Implemented in rounded arithmetic, Incenter(S,T’) re-
turns approximate instead of exact incenters in all three
cases. Thus, if §(p, s) is the distance from point p to site

8 € S, define the disparity of p with respect to S

Disp(p, S) = max 5(p, s) — min 5(p, 3)-

An approximate incenter p of S satxsﬁes Disp(p,S) < r
for some tolerance 7. On the other hand, if a tetrahe-
dron T is supposed to have no incenters of S inside it,
then Disp(u,S) > 0 for all u € T

2.1 Linear Upper and Lower Bounds

For purposes of ca.lculatlon, it is easier to work with the
square of the distance §%(p, s) from a point p to a site
s. The calculation of Incenter(S,T) as defined above
is based on linear upper and lower bounds on 6 (»,9)
inside tetrahedron T'.

Let T have vertices po, p1,p2,p3. If u € T, then there are
unique weights (called barycentric coordmates) wi(u),
1=0,1,2,3, such that 0 < wi(u) <1

Zw.-(u) =1 and Z wi(u)pi = u.

=0 =0

3Actually, there may be more than one connected component
of the set of incenters. In this case, Incenter return a point p
and a set of vectors {v1,v2,...} for each component.



. Each wi(u) is a linear function of u (e.g. w2(u) =
det(PO,Pl,m,Ps)/det(Po,Ph'“,Pa))-

The squared distance §%(u,s) for a site s is a convex
quadratic function. Therefore for all u € T,

3
8(2,9) < wilw)6 (i, s).
=0
This is a linear upper bound UP(x,s,T) on 6*(u,s) in
T.

To determine a lower bound on 6%(x, s) in T, we expand
the function about some point p in T. Let n(u,s) and
7(p, s) be the projections of u and p onto (the flat of)
8: ’

8(ws) = &(ps)+2(u—p)-(p—7(p,s)) +
((u = p) = (x(u, 5) = x(p, 9))).

The last term can be thought of as the square of the
component of u — p perpendicular to s. It follows that,

8(u,8) > 6°(p,8) +2(x —p) - (p — x(p, 8)).

This is a linear lower bound LO(u, s,p) on 6*(u, s).

2.2 Incenter Location Step

Define the square disparity of a point p with respect to
a set of sites S,

s 2 — 2 rein 82
Disp (p,S)—glg6 (», s) r;leusus(p,s).

The incenter location step maps a point p € T to another
point p’ = Step(p, S,T) € T which has smaller square
disparity. In particular, Step(p,S,T) can have three
possible values:

e p' € T such that Disp?(p’, S) < Disp?(p, S);
¢ p when location step cannot improve disparity;

¢ a proof that S has no incenter inside 7.

Step(p, S,T) is the solution to a linear program based
on the lower and upper bound of the previous section.
The five variables are rr, I and u = (uz,uy,u;). For
each s € S, the linear constraints are as follows:

o for each s € S, u € T and the projection of « onto
the flat of s lies in s;

o for each s € S, I < LO(«, s,p) and LO(u, s,p) <
rr < UP(u, s, p);

o for every pair s1,s; € S of vertices or planes, u
lies in the bisecting plane of these two sites;

o for each 31,32 € S such that s; is incident on s
(for example, s; is a vertex of triangle 82), u lies
in the line or plane through s; perpendicular to
s2. (This is very important to guarantee quadratic
convergence.)
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The objective is to minimize rr — I. In effect, solving
this linear program finds a point u in 7" at which all the

" upper bounds are greater than all the lower bounds. It

also minimizes the estimated square disparity,

EstDisp®(u, S, p) = max LO(u, s, p) — min LO(u, s, p).
. SES SES

If the linear program is infeasible, then there can be
no incenter of S in T. On the other hand, if p is suf-
ficiently close to an incenter and if Disp*(p,S) = ¢
then Disp?(Step(p, S,T), S) € O(€?). Finally, if p is
outside the region of convergence of an incenter, then
it is possible that Disp?(u,S) > Disp?(p,S) for the
value of » which minimizes the estimated square dis-
parity. In this case, an addition calculation is necessary
to determine a point p’ with smaller square disparity.
Since EstDisp? is a linearization of Disp?, it follows that
f(t) = Disp?(p + t(u — p), S) has negative derivative at
t = 0. The function f(t) is piece-wise quadratic. We
can find its minimum on ¢ € [0,1] by constructing its
upper and lower envelope (using time in |S|log |S]). In
practice, it is easier to use binary subdivision of the in-
terval [0, 1] since we only need an approximation to the
minimum.

The location step can return its input p when p is on
the boundary of T and the nearest incenter is outside
T.

2.3  Algorithm for Incenter(S, T)

This section describes how to use the incenter location
step to compute Incenter(S,T). The basic idea is to
set p equal to the centroid of tetrahedron T" and then
iterate p « Step(p, S, T) until it converges or reports
no solution. In practice, we stop the iteration when the
square disparity fails to diminish by at least a factor of
two.

If the iteration converges to a point p that is not an
incenter (Disp?(p,S) > 7), it is necessary to subdivide
T. Let pip; be the longest edge of T and let pip; be the
edge joining the other two vertices of T. The incenter
algorithm cuts T by the plane through pi/ p;s and (p: +
2;)/2 and recurses on the two halves. This recursion
descends until T is small enough and 6%(u, S) is “flat”
enough inside T. In the worst case, a constraint similar
to that described in Section 4 stops the recursion. Let
P be the centroid of T, and let r be the distance from ?
to the farthest vertex of T. There can be no incenter of
S in T when Disp(p, S) > r.

2.4 Locating Multiple Incenters

Suppose that a tetrahedron contains a point p which is
equidistant from a set S of sites. We want to locate
other incenters or prove there are none. First we sub-
divide the tetrahedron into four tetrahedra with p as a
vertex. Assume we have a tetrahedron T = pop:paps
with p = po. To show that T does not contain another
incenter, we employ a volume elimination step. The
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function VES(T, s;, s;) returns a tetrahedron pogig2gs
such that gig2¢s C pi1p2ps and such that no incenter
of sites s; and s; lies inside pogi1g293. We will describe
VES shortly, but first we summarize how to use it to
locate all incenters of S inside popip2ps.

Applying VES eliminates a portion of T. We can com-
pute VES(T, si, s;) for every pair of different sites s;, s; €
S. If any portion of T remains, we subdivide it by
a plane parallel to pip2ps and halfway between that
face and vertex po. We then subdivide the results into
tetrahedra and apply the Incenter function recursively
to each. A few subdivision should suffice because the
bisectors of pairs of sites will appear flatter as the tetra-
hedra become smaller.

The region VES(T,s;,s;) for si,s; € S is computed
as follows. We have already defined =(p,s) to be the
point of projection .of p onto (the flat of) site s. Define
I(p, s) to be the plane through =(p, s) perpendicular to
segment px(p, 8). It is easy to see that for any point u

6(u, II(p, 8)) < 6(u, 8) < 8(u, 7(p, ).
Consider the paraboloid
P(p, si, 85) = {u|é(u, %(p, 5:)) = 6(u, I(p, s5)) -
and its convex interior
P<(p,si,85) = {u| 8(u, 7(p, 1)) < 8(u, TL(p, 55))-
For any point u € P<(p, s:, s;),
8(u, 8:) < 6(u, 7(s:)) < 8(u, T(s)) < 8(u,s5),

and therefore u is not an incenter of S. Since p = po,
Po € P(p, si,8;). We can compute intersections of the
edges of p1p2ps with P(p, s, s;) by parameterizing each
edge and solving a quadratic equation. Suppose p;p2
and pips intersect P(p, si,s;) at g and ¢s and p; €
P<(p,si,s;). In this case, it follows from convexity
that the interior of popi1g2gs lies inside P<(p, s, s;) and
therefore does not contain an incenter. The tetrahe-
dron pop1¢29s is returned from VES(T, s;, s;). There are
other cases depending on the number of times P(p, s, s;)
intersects each edge of p1p2ps.

3 Following a Voronoi Edge

A Voronoi vertex is an incenter of a set of sites, four
sites except in degenerate cases. Let V(4 pc,p} be a
vertex for sites A, B, C, D. There will be a Voronoi edge
E{a,8,0} out of V(4 p ¢ p} which will follow a curve of
incenters of sites A, B, D. This section describes how to
use the incenter function of the previous section to find
the site £ such that V4 p p g} is the Voronoi vertex
at the other end of E¢4 p,p} from V4 5 c p}-

3.1 Constructing a §-Tetrahedron about E(4 5 p)

Let p be an incenter of {A, B, D} on edge E(4 5 p}-
We can construct a vector v tangent to E(4 5 p} at p

by intersecting the planes LO(u, p, s) = 0 (Section 2.1)
for s € {A, B, D}. A 0-tetrahedron T(p, v, 6, {A, B, D})
for p and v has vertices p, p1,p2,ps with the following
properties:

o for 1 =1, 2,3 the angle between v and pp; is 6;

e for 1 < i < j < 3 the angle between v x p; and
v X p; is 120 degrees;

o Only one other incenter of A, B, D (other than p)
appears on the boundary of
T(p,»,9, {4, B, C})'

The algorithm for constructing T(p, v, 8, {A, B, D}) first
constructs a large tetrahedron satisfying the first and
second properties. If this tetrahedron has incenters of
A, B, D in one or more of the sides incident on p (pp1p2,
Pp2p3, ppap1), then the tetrahedron is truncated by a
planée perpendicular to v and passing through the in-
center nearest to p in the direction of v. The resulting
tetrahedron will have incenters of A, B, D only at p and
in the face opposite p. We rename p;,p2,p3 to be the
vertices of this face. : ’

At this point, triangle pip.ps will contain an odd num-
ber of incenters of A, B, D: one for the curve E(4 5 p}
emanating from p and a pair for every other branch of
the incenter curve that enters and leaves the tetrahedron
through pi1p2ps. There is a technique for determining
the points on these other branches that are closest to
p along the direction of v. Practically speaking, it is
simplest to perform a binary search on the set of planes
perpendicular to v to determine one which has only one
incenter of A, B, D in its intersection with the interior
of the tetrahedron. Truncating the tetrahedron by this
plane yields the desired T'(p, v,6, {A, B, D}).

3.2 Locating the Next Voronoi Vertex

We construct a sequence of -tetrahedron that follow the
curve of E¢4 p p}. First, set p equal to V(4 5 c p} and
set v equal to the tangent vector pointing away from site
C. Construct T(p,v,6,{A, B,D}). Set p equal to the
“exit point” of E(4 p,p}: the incenter of A, B, D in the
face pip2ps of the tetrahedron, and repeat. The value
of § is arbitrary to start with (say 30 degrees). If the
exit point is on an edge of pip2ps, this means that the
tetrahedron was truncated because E(, p,p} initially
exited “out the side.” In this case, § should be made
larger. If the exit point is interior to p;p2ps, then the
tetrahedron was truncated because it hit another branch
of the incenter curve of A, B, D. In this case § should
be made smaller. A good value of 4 can be selected by
binary search as the #-tetrahedra are constructed.

The sequence of §-tetrahedra is stopped when one is dis-
covered that contains an incenter for A, B, D, s, where
s is some other site. This requires linear time per tetra-
hedron because each other site must be considered, al-
though in practice the subdivision technique of Section 4
greatly reduces the number of sites s to be considered.



The current §-tetrahedron is truncated by a plane through
the incenter of A, B, C, s nearest to p along v. Each re-
maining site s’ is examined to determine if an incenter
of A, B, D, s’ lies inside the current tetrahedron. If so, it
is truncated. The result is a §-tetrahedron ppip2ps and
a site E such that A, B, D, E has an incenter on p; p2ps3
and no other site s has an incenter with A, B, D in-
side the tetrahedron. The incenter for 4, B, D, E is the
Voronoi vertex V(4,5,p,£) connected to V4 5 c, D} by
edge E{A,B,D} .

3.3 Degenerate Cases and Applications

There are extra techniques required to handle singular
cases and detect Voronoi faces. Basically, these involve
constructing a tetrahedron about a Voronoi vertex and
computing the intersection of the Voronoi diagram with
the surface of the tetrahedron. The same techniques
can be used to construct the intersection of the Voronoi
diagram with a plane: one simply adds the plane re-
striction to the linear program described in Section 2.2.
In general these techniques are sufficient to implement
data structures for fast point location and other appli-
cations.

Here is a rough sketch of a very simple point location
strategy. Once we have computed the Voronoi diagram,
we select a plane that roughly bisects the set of Voronoi
regions. We then compute the set of regions to the left
or intersecting the plane and the set of regions to the
right or intersecting the plane. We apply this bisec-
tion process recursively to each set. Repeated plane
queries rapidly locates the Voronoi cell containing a
query point. Determining the Voronoi cells intersect-
ing a plane is equivalent to constructing the intersection
of the Voronoi diagram with the plane, which we know
how to do.

4 Subdivision Techniques

This section shows how to use a binary subdivision of
space to speed up the computation of the Voronoi dia-
gram.

4.1 Some Theory

Given a point p, define s(p) to be the site of the poly-
hedron closest to p which p lies over (the projection of
p onto the flat of s(p) lies in s(p)). Given a rectangular
parallelopiped “box” R, define

nearest-sites(R) = {s(p) |p € R}.

The set nearest-sites(R) is difficult to calculate, but it
is easy to calculate a superset near-sites(R) in the fol-
lowing manner.

Define | R| to be the length of the diameter of R (the ma-
jor diagonal). Let ¢(R) be the center of R, and let s(R)
is the nearest site to ¢(R) (s(R) = s(c(R))); and let d(R)
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be the distance from c(R) to s(R). Define near-sites(R)
to be the set of sites s with the following properties:

e the (point-set) distance from c(R) to s is less than
or equal to d(R) + |R];

o the projection of ¢(R) onto the flat of s is no far-
ther than |R|/2 away from s.

A simple proof shows that near-sites(R) is a superset of
nearest-sites(R).

A standard binary subdivision, starting with the axis-
parallel bounding box of the polygon can be used to
speed up the detection of the vertex at the end of a
Voronoi edge. We create a binary tree of boxes rooted
at the bounding box. Each node box can be split along
its longest dimension to yield the boxes corresponding
to its children in the tree. The set near-sites(R) can
be computed recursively for each box in the tree. As a
6-tetrahedron is checked for new incenters (Section 3.2)
all boxes R in the subdivision tree which intersect it
are determined by a recursive search, and the set of
sites considered. for incenters are limited to those in
near-sites(R).

4.2 Cost

What is the cost of the subdivision procedure? Assume
the subdivision tree is expanded in breadth-first fashion.
In the worst case, no branches can be pruned, and the
expansion must stop before the total cost grows greater
than npny. -

Practically speaking, we expect the subdivision to prune
off branches not leading to a Voronoi vertex. In this case
the tree can be computed in time proportional to nyb.

5 Conclusion

This Voronoi diagram algorithm is very likely to be of
great practical importance. A two-dimensional version
has been implemented and tested by Rajan and Mayya
at IBM Watson Research Center. It will become part
of automatic meshing software. The incenter algorithm
has been implemented (by the author) in three dimen-
sions, and it converges in four steps to an incenter. It
also reliably determines multiple incenters. We are cur-
rently implementing the reliable edge following of Sec-
tion 3.

Our next goal will be to determine if the set of reliable
incenter and curve primitives can be used to create an
incremental Voronoi algorithm.
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